**Integrity Constraints**

* Integrity constraints are a set of rules used to maintain the accuracy and consistency of data in the database.
* Integrity constraints ensure that the data insertion, updating, and other processes have to be performed in such a way that data integrity is not affected.
* Thus, integrity constraint is used to guard against accidental damage to the database.
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**1. Domain constraints**

A domain integrity constraint is a set of rules on the values that can be stored in a column.
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2. Entity integrity constraints**

* The entity integrity constraint states that primary key value can't be null.
* This is because the primary key value is used to identify individual rows in relation and if the primary key has a null value, then we can't identify those rows.

**Example:**
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**3. Referential Integrity Constraints**

* A referential integrity constraint is specified between two tables.
* In the Referential integrity constraints, if a foreign key in Table 1 refers to the Primary Key of Table 2, then every value of the Foreign Key in Table 1 must be null or be available in Table 2.
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**4. Key constraints**

* Keys are the entity set that is used to identify an entity within its entity set uniquely.
* An entity set can have multiple keys, but out of which one key will be the primary key. A primary key can contain a unique and not null value in the relational table.

**Example:  
 ![DBMS Integrity Constraints](data:image/png;base64,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)**

Constraints can be defined in two ways.

* The constraints can be specified immediately after the column definition. This is called column-level definition.
* The constraints can be specified after all the columns are defined. This is called table-level definition.

**1. Primary Key Constraints**

* A primary key constraint (also known as a "primary key") is a type of key constraint that requires every value in a given column to be unique.
* The null value is not allowed in the primary key column(s).

**Syntax to define a Primary key at column level:**

Column name datatype [CONSTRAINT constraint\_name]  **PRIMARY KEY**

Here,[CONSTRAINT constraint\_name] is optional.

**Example**

CREATE TABLE employee ( id number(5) PRIMARY KEY,name char(20),dept char(10), age number(2), salary number(10),location char(10) );

**Syntax to define a Primary key at table level:** [CONSTRAINT constraint\_name] PRIMARY KEY (column\_name1,column\_name2,..)

column\_name1, column\_name2 are the names of the columns which define the primary Key.

**Example**

CREATE TABLE employee ( id number(5), name char(20), deptno number(4),deptname char(10),age number(2), salary number(10),location char(10),PRIMARY KEY (id,deptno));

**2. Unique Key Constraints**

* A unique key constraint is a column or set of columns that ensures that the values stored in the column are unique.
* A table can have more than one unique key and it can contain NULL values.

**Syntax to define a Unique key at column level:**

column name[CONSTRAINT constraint\_name] UNIQUE

**Example**

CREATE TABLE employee( id number(5) PRIMARY KEY,name char(20),dept char(10), age number(2),salary number(10),location char(10) UNIQUE );

**Syntax to define a Unique key at table level:**

[CONSTRAINT constraint\_name] UNIQUE(column\_name)

**Example**

CREATE TABLE employee ( id number(5) PRIMARY KEY,name char(20),dept char(10),age number(2),salary number(10),location char(10),UNIQUE(location));

**3. Foreign Key Constraints**

* A foreign key constraint defines a relationship between two tables. A foreign key in one table references a primary key in another table.
* Foreign keys prevent invalid data from being inserted into the foreign key column.

**Syntax to define a Foreign key at column level:**

[CONSTRAINT constraint\_name] REFERENCES Referenced\_Table\_name(column\_name)

Example

Lets use the "product" table and "order\_items"

CREATE TABLE product ( product\_id number(5) PRIMARY KEY, product\_name char(20),supplier\_name char(20),unit\_price number(10));

CREATE TABLE order\_items ( order\_id number(5) PRIMARY KEY, product\_id number(5) REFERENCES product(product\_id),product\_name char(20), supplier\_name char(20),unit\_price number(10));

**Syntax to define a Foreign key at table level:** [CONSTRAINT constraint\_name] FOREIGN KEY(column\_name) REFERENCES referenced\_table\_name(column\_name);

**Example**

CREATE TABLE product ( product\_id number(5), product\_name char(20),supplier\_name char(20),unit\_price number(10) ) PRIMARY KEY(product\_id));

CREATE TABLE order\_items( order\_id number(5) ,product\_id number(5), product\_name char(20),supplier\_name char(20),unit\_price number(10)PRIMARY KEY(order\_id), FOREIGN KEY(product\_id) REFERENCES product(product\_id));

**4. NOT NULL Constraints**

A NOT NULL constraint is used to ensure that no row can be inserted into the table without a value being specified for the column(s) with this type of constraint. Which means a null value is not allowed.

**Syntax to define a Not Null constraint at column level**:

Column name[CONSTRAINT constraint name] NOT NULL

Example:

CREATE TABLE employee( id number(5),name char(20)NOT NULL, dept char(10),age number(2),salary number(10),location char(10) );

**Syntax to define a Not Null constraint at table level:**

[CONSTRAINT constraint name] NOT NULL(Column name);

Example:

CREATE TABLE employee( id number(5),name char(20), dept char(10),age number(2),salary number(10),location char(10) NOT NULL(name));

**5. Check Constraints**

This constraint defines a business rule on a column. All the rows must satisfy this rule. The constraint can be applied for a single column or a group of columns.

**Syntax to define a Check constraint at column level:**

Column name[CONSTRAINT constraint\_name] CHECK (condition);

**Example**

CREATE TABLE employee ( id number(5) PRIMARY KEY, name char(20), dept char(10), age number(2), gender char(1) CHECK (gender in ('M','F')), salary number(10), location char(10));

**Check Constraint at table level:**

[CONSTRAINT constraint\_name] CHECK column name(condition);

**Example**

CREATE TABLE employee ( id number(5), name char(20), dept char(10), age number(2), gender char(1), salary number(10), location char(10),PRIMARY KEY(id),CHECK (gender in ('M','F')));

**SEQUENCE**

* A Sequence is a user created Database Object that can automatically generate **unique sequential integers.**
* It is mainly used to create primary key values.
* It can be used in columns of any table.
* It can be created even if there is no table.
* Ex:- generating A/C no, application no, transaction no etc..

**Syntax:**

**Create sequence <sequence name>**

**[start with <n>]**

**[increment by <m>]**

**[minvalue n]**

**[maxvalue n]**

**[Cycle/nocycle]**

**[Cache/nocache];**

**SQL> create sequence s1;**

Sequence created.

SQL> select **s1.nextval** from dual;

NEXTVAL

----------

1

SQL> select **s1.currval** from dual;

CURRVAL

----------

1

SQL> select s1.nextval from dual;

NEXTVAL

----------

2

SQL> select\* from emp1;

ENO ENAME ADDRESS

---------- --------------- ----------

ram delhi

varun chennai

ravi banglore

amir delhi

**SQL> update emp1 set eno = s1.nextval;**

4 rows updated.

SQL> select\* from emp1;

ENO ENAME ADDRESS

--------------------------------------------

1 ram delhi

2 varun chennai

3 ravi banglore

4 amir delhi

SQL>insert into emp1 values(s1.nextval , ’babu’ , ‘mumbai ’);

**Create sequence s2**

**start with 10**

**increment by 10**

**minvalue 10**

**maxvalue 30**

**cycle**

**nocache;**

Sequence created.

**SQL> update emp1 set eno=s2.nextval;**

4 rows updated.

SQL> select\* from emp1;

ENO ENAME ADDRESS

---------- --------------- ----------

10 ram delhi

20 varun chennai

30 ravi banglore

10 amir delhi

**SQL> drop sequence s1;**

Sequence dropped.

**PSEUDO COLUMNS**

Pseudo columns are Virtual columns, that can be called only from SQL statement.

It behaves like a table column, but is not actually stored in the table.

We can select from Pseudo columns, but we cannot insert, update, or delete their values.

**1. CURRVAL -** Gives the most recently generated sequence value.

SQL> select **s1.currval** from dual;

**2. NEXTVAL -** Gives the next value in the sequence to generate.

SQL> select **s1.nextval** from dual;

**3. ROWID –** It contains physical address of each record which is stored in the table. It is a hexadecimal number(18 character string)

SQL> select rowid from emp1;

ROWID

------------------

AAAFNzAABAAALIxAAA

AAAFNzAABAAALIxAAB

AAAFNzAABAAALIxAAC

AAAFNzAABAAALIxAAD

**4. ROWNUM-**

It will return the row number for the result executed by the query.It is primarily used in WHERE CLAUSE and SET CLAUSE.

The first row has ROWNUM1,second has ROWNUM2 and so on.

SQL> select \* from emp1 where rownum<=3;

ENO ENAME ADDRESS

---------- --------------- ----------

10 ram delhi

20 varun chennai

30 ravi banglore

SQL> select rownum from emp1;

ROWNUM

----------

1

2

3

4

**SYNONYM**

* Synonym is a Database Object.
* It creates permanent alias name(alternate name) for the Table ,View - for security & convenience.
* Before creating synonym need to get privilege from DBA.
* Two types of synonym 1) Private Synonym 2) Public Synonym. By default the synonym is Private –accessed only by the creator of the synonym (DBA).
* Public Synonym can be accessed by the authenticated users.

**SQL> create synonym inv for inventory;** ---- Private

**SQL> create public synonym eb for ebbill\_details;** --- public

ERROR at line 1:

ORA-01031: insufficient privileges

**SQL>grant create synonym to shakkina;**

Grant succeeded.

**SQL> create synonym eb for ebbill\_details;**

Synonym created.

**SQL>select\* from eb;**

CID NAME PREV\_READ CURR\_READ UNIT\_CONSUMED TOT\_AMOUNT BILL\_STATU

----- --------------- ------------ ------------ ------------- ------------ ----------

c01 hami 300 400 100 200 paid

c02 sree 100 300 200 600 not paid

c03 rohit 400 600 200 600 paid

co3 rani 200 500 300 1200 not paid

c04 raja 300 700 400 2000 paid

**Drop Synonym synonymname;**

**INDEX**

* Index is a Database Object. It is created on column(s) of a table.
* Index has two parts 1) Rowid 2)Data . By default Data is organized in ascending order. Index uses Rowid to fetch the data from table.
* Implicit Index is created when a column is declared as Primary key. Explicit Index is created using “Create Index…” syntax.
* Advantage of Index is Decreasing search time for the required data – Improve the performance-so that getting the result very fast.

**Syntax:**

**Create Index indexname on tablename(col1,col2…..);**

To Alter Index

**Alter Index indexname Rebuild;**

To drop an Index

**Drop Index indexname;**

**Example: create index idx\_sal on emp1(salary);**

**Index created.**

select salary from emp1 where salary<7000;

**Salary idx \_sal**

1. 9000 7 1000
2. 7000 4 1500
3. 10000 5 3000
4. 1500 2 7000
5. 3000 8 7000
6. 9000 1 9000
7. 1000 6 9000
8. 7000 3 10000
9. 10000 9 10000

**CLUSTER**

A Cluster is a Database Object that stores data related to two or more tables in a single disk space(single memory location called blocks).

As Indexes, Cluster also improves performance for faster retrieval of data from the table.

Only new tables can be created in a cluster. Existing tables cannot be moved into cluster.

To Create Cluster the following three steps need to be followed.

1. **Create Cluster**
2. **Create Index on Cluster**
3. **Create Tables**

1. Creating Cluster:-

**Create Cluster c1(d number(2));**

Cluster created.

2. Creating Index:-

**Create Index ic1 on cluster c1;**i

Index Created.

3. Creating Tables:-

**Create table dept10(dno number(2),dname varchar2(20)) cluster c1(dno);**

Table created.

This table is stored in cluster c1 organized based on deptno wise.

**Create table emp10(dno number(2), empno number(2),empname varchar2(20)) cluster c1(dno);**

Table created.

This table is also stored in cluster c1 organized based on deptno wise. Here deptno is a cluster key based on which join operation can be performed.

SQL> select rowid, dno, empno, empname from emp10;

ROWID DNO EMPNO EMPNAME

------------------ ---------- ---------- ---------------------------------------------

AAAFPQAABAAALJBAAA 10 34 dhinesh

AAAFPQAABAAALJCAAA 20 35 suresh

SQL> select rowid, dno, dname from dept10;

ROWID DNO DNAME

------------------ ---------- --------------------------

AAAFPQAABAAALJBAAA 10 hr

AAAFPQAABAAALJCAAA 20 sales

**ROLES**

* **Roles** are collection of privileges or access rights.
* Privileges - access rights provided to a user on a database object.
* When there are many users in a database it becomes difficult to grant or revoke privileges to users. Therefore if we define Roles, it is easier to grant or revoke privileges through a Role rather assigning directly to every user.
* We can create Roles or use the System Roles pre-defined by Oracle.

**System Role:**

1. CONNECT- Create Table, View, Synonym, Sequence, Session, Cluster, and Database Link.
2. RESOURCE- Create Table, Index, Procedure, Sequence,

Cluster, Trigger.

1. DBA- All System Privileges.

GRANT Resource, Connect to Username;

**CREATING ROLES:**

**Syntax**

Create ROLE Role\_name [identified by password];

**Example**

Grant CREATE TABLE, CREATE VIEW Privilege to a User by creating a Role Developer.

Step 1: Creating Role

CREATE ROLE Developer;

Step 2: Adding Privileges to Role

GRANT CREATE TABLE, CREATE VIEW TO Developer;

Step 3: Grant the Role to User

GRANT Developer to Dhinesh, James;

**Revoke the Privilege from the Role**

REVOKE CREATE TABLE, CREATE VIEW From Developer;

**Syntax to Drop Role**

Drop Role Role\_name;

Ex:

Drop Role Developer;

**String Functions:**

1. SQL> select upper ('bsc') from dual;

**Output**

UPP

------

BSC

1. SQL> select lower ('BSC') from dual;

**Output**

LOW

---

bsc

1. SQL> select initcap ('bsc') from dual;

**Output**

INI

---

Bsc

1. SQL> select concat('joseph','college') from dual;

**Output**

CONCAT('JOSEP

-------------

josephcollege

1. SQL> select length('josephs') from dual;

**Output**

LENGTH('JOSEPHS')

-----------------

7

1. SQL> select substr('st.josephs college',1,10) from dual;

**Output**

SUBSTR('ST

----------

st.josephs

1. SQL> select Instr('st.josephs college','o',1) from dual;

**Output**

INSTR('ST.JOSEPHSCOLLEGE','O',1)

--------------------------------

5

1. SQL> select Trim('h' from 'helloworld') from dual;

**Output**

TRIM('H')

---------

elloworld

1. SQL> select ltrim('helloworld','he') from dual;

**Output**

LTRIM('He’)

---------

lloworld

1. SQL> select rtrim('helloworld','d') from dual;

**Output**

RTRIM('d’)

---------

helloworl

1. SQL> select lpad('50000',10,'\*') from dual;

**Output**

LPAD('5000

----------

\*\*\*\*\*50000

1. SQL> select rpad('50000',10,'\*') from dual;

**Output**

RPAD('5000

----------

50000\*\*\*\*\*

**Number Functions**

1. SQL> select round(45.926,2) from dual;

**Output**

ROUND(45.926,2)

---------------

45.93

2. SQL> select trunc(45.926,2) from dual;

**Output**

TRUNC(45.926,2)

---------------



3. SQL> select mod(1000,300) from dual;

**Output**

MOD(1000,300)

-------------

100

1. SQL> select power(3,2) from dual;

**Output**

POWER(3,2)

----------

9

1. SQL> select sqrt(64) from dual;

**Output**

SQRT(64)

----------

2. SQL> select abs(-43) from dual;

**Output**

ABS(-43)

----------

43

1. SQL> select ceil(-2.3) from dual;

**Output**

CEIL(-2.3)

----------

-2

8. SQL> select floor(-2.3) from dual;

**Output**

FLOOR(-2.3)

-----------

-3

9. SQL> select cos(30) from dual;

**Output**

**COS(30)**

**----------**

0.15425144988758405

10. SQL> select sin(0) from dual;

**Output**

**SIN(0)**

**----------**

0

**Date Functions**

1. SQL> select months\_between('12-sep-12','05-aug-10')from dual;

**Output**

MONTHS\_BETWEEN('12-SEP-12','05-AUG-10')

---------------------------------------

25.2258065

1. SQL> select add\_months('10-jan-12',2) from dual;

**Output**

ADD\_MONTH

---------

10-MAR-12

1. SQL> select next\_day('15-sep-12','monday') from dual;

**Output**

NEXT\_DAY(

---------

17-SEP-12

1. SQL> select last\_day('15-sep-12') from dual;

**Output**

LAST\_DAY(

---------

30-SEP-12

1. SQL> select round(sysdate,'month') from dual;

**Output**

ROUND(SYS

---------

01-OCT-12

1. SQL> select trunc(sysdate,'month') from dual;

**Output**

TRUNC(SYS

---------

01-SEP-12

1. SQL> select to\_char(sysdate,'yyyy') from dual;

**Output**

TO\_C

----

2012

1. SQL> select to\_date('18/09/2012','dd/mm/yyyy')from dual;

**Output**

TO\_DATE('

---------

18-SEP-12

1. SQL> select to\_number('2012') from dual;

**Output**

TO\_NUMBER('2012')

-----------------

2012